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6Q) Suppose that the following processes arrive for execution at the times indicated. Each process will run for the amount of time listed. In answering the questions, use nonpreemptive scheduling, and base all decisions on the information you have at the time the decision must be made.

Process Arrival Time Burst Time

*P1 0.0 8*

*P2 0.4 4*

*P3 1.0 1*

1. What is the average turnaround time for these processes with the FCFS scheduling algorithm?

Code:

#include<iostream>

using namespace std;

void findWaitingTime(int processes[], int n,

int bt[], int wt[])

{

wt[0] = 0;

for (int i = 1; i < n ; i++ )

wt[i] = bt[i-1] + wt[i-1] ;

}

void findTurnAroundTime( int processes[], int n,

int bt[], int wt[], int tat[])

{

for (int i = 0; i < n ; i++)

tat[i] = bt[i] + wt[i];

}

void findavgTime( int processes[], int n, int bt[])

{

int wt[n], tat[n], total\_wt = 0, total\_tat = 0;

findWaitingTime(processes, n, bt, wt);

findTurnAroundTime(processes, n, bt, wt, tat);

cout << "Processes "<< " Burst time "

<< " Waiting time " << " Turn around time\n";

for (int i=0; i<n; i++)

{

total\_wt = total\_wt + wt[i];

total\_tat = total\_tat + tat[i];

cout << " " << i+1 << "\t\t" << bt[i] <<"\t "

<< wt[i] <<"\t\t " << tat[i] <<endl;

}

cout << "Average waiting time = "

<< (float)total\_wt / (float)n;

cout << "\nAverage turn around time = "

<< (float)total\_tat / (float)n;

}

int main()

{

int processes[] = { 1, 2, 3};

int n = sizeof processes / sizeof processes[0];

int burst\_time[] = {8, 4, 1};

findavgTime(processes, n, burst\_time);

return 0;

}
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b. What is the average turnaround time for these processes with the SJF scheduling algorithm?

c. Compute what average turnaround time will be if the CPU is left idle for the first 1 unit and then SJF scheduling is used. Remember that processes *P*1 and *P*2 are waiting during this idle time, so their waiting time may increase.

Sol:

#include <stdio.h>

#include <stdlib.h>

#define MAX 100

typedef struct

{

int pid;

int burst\_time;

int waiting\_time;

int turnaround\_time;

} Process;

void print\_table(Process p[], int n);

void print\_gantt\_chart(Process p[], int n);

int main()

{

Process p[MAX];

int i, j, n;

int sum\_waiting\_time = 0, sum\_turnaround\_time;

printf("Enter total number of process: ");

scanf("%d", &n);

printf("Enter burst time for each process:\n");

for(i=0; i<n; i++) {

p[i].pid = i+1;

printf("P[%d] : ", i+1);

scanf("%d", &p[i].burst\_time);

p[i].waiting\_time = p[i].turnaround\_time = 0;

}

// calculate waiting time and turnaround time

p[0].turnaround\_time = p[0].burst\_time;

for(i=1; i<n; i++) {

p[i].waiting\_time = p[i-1].waiting\_time + p[i-1].burst\_time;

p[i].turnaround\_time = p[i].waiting\_time + p[i].burst\_time;

}

// calculate sum of waiting time and sum of turnaround time

for(i=0; i<n; i++) {

sum\_waiting\_time += p[i].waiting\_time;

sum\_turnaround\_time += p[i].turnaround\_time;

}

// print table

puts(""); // Empty line

print\_table(p, n);

puts(""); // Empty Line

printf("Total Waiting Time : %-2d\n", sum\_waiting\_time);

printf("Average Waiting Time : %-2.2lf\n", (double)sum\_waiting\_time / (double) n);

printf("Total Turnaround Time : %-2d\n", sum\_turnaround\_time);

printf("Average Turnaround Time : %-2.2lf\n", (double)sum\_turnaround\_time / (double) n);

// print Gantt chart

puts(""); // Empty line

puts(" GANTT CHART ");

puts(" \*\*\*\*\*\*\*\*\*\*\* ");

print\_gantt\_chart(p, n);

return 0;

}

void print\_table(Process p[], int n)

{

int i;

puts("+-----+------------+--------------+-----------------+");

puts("| PID | Burst Time | Waiting Time | Turnaround Time |");

puts("+-----+------------+--------------+-----------------+");

for(i=0; i<n; i++) {

printf("| %2d | %2d | %2d | %2d |\n"

, p[i].pid, p[i].burst\_time, p[i].waiting\_time, p[i].turnaround\_time );

puts("+-----+------------+--------------+-----------------+");

}

}

void print\_gantt\_chart(Process p[], int n)

{

int i, j;

// print top bar

printf(" ");

for(i=0; i<n; i++) {

for(j=0; j<p[i].burst\_time; j++) printf("--");

printf(" ");

}

printf("\n|");

// printing process id in the middle

for(i=0; i<n; i++) {

for(j=0; j<p[i].burst\_time - 1; j++) printf(" ");

printf("P%d", p[i].pid);

for(j=0; j<p[i].burst\_time - 1; j++) printf(" ");

printf("|");

}

printf("\n ");

// printing bottom bar

for(i=0; i<n; i++) {

for(j=0; j<p[i].burst\_time; j++) printf("--");

printf(" ");

}

printf("\n");

// printing the time line

printf("0");

for(i=0; i<n; i++) {

for(j=0; j<p[i].burst\_time; j++) printf(" ");

if(p[i].turnaround\_time > 9) printf("\b"); // backspace : remove 1 space

printf("%d", p[i].turnaround\_time);

}

printf("\n");

}

21Q)

A number of cats and mice inhabit a house. The cats and mice have worked out a deal where the mice can steal pieces of the cats’ food, so long as the cats never see the mice actually doing so. If the cats see the mice, then the cats must eat the mice (or else lose face with all of their cat friends). There are **NumBowls** cat food dishes, **NumCats** cats, and **NumMice** mice. Your job is to synchronize the cats and mice so that the following requirements are satisfied: No mouse should ever get eaten. You should assume that if a cat is eating at a food dish, any mouse attempting to eat from that dish or any other food dish will be seen and eaten. When cats aren’t eating, they will not see mice eating. In other words, this requirement states that if a cat is eating from any bowl, then no mouse should be eating from any bowl. Only one mouse or one cat may eat from a given dish at any one time. Neither cats nor mice should starve. A cat or mouse that wants to eat should eventually be able to eat. For example, a synchronization solution that permanently prevents all mice from eating would be unacceptable. When we actually test your solution, each simulated cat and mouse will only eat a finite number of times; however, even if the simulation were allowed to run forever, neither cats nor mice should starve.

Solution:

In a rectangular field of size n by m squares there is a mouse and two cats. The mouse is the first to make a move, then each of the cats makes a move, then again its the mouse's turn, and so on. In each move both the mouse and the cats can move exactly one square vertically or horizontally. If the mouse is standing at the edge of the field then in its next move it can jump off the field and is saved from the cats. If in the next move one of the cats moves to the field with the mouse then there is no escape for the mouse

Function Description

Complete the catAndMouse function in the editor below. It should return one of the three strings as described.

catAndMouse has the following parameter(s):

* x: an integer, Cat A’s position
* y: an integer, Cat B's position
* z: an integer, Mouse C's position

Input Format

The first line contains a single integer, q, denoting the number of queries.   
Each of the q subsequent lines contains three space-separated integers describing the respective values of x (cat A's location),y (cat B's location), and z(mouse C's location).

Constraints

* 1<=q<=100
* 1<=x,y,z<=100

Output Format

For each query, return Cat A if cat A catches the mouse first, Cat B if cat B catches the mouse first, or Mouse C if the mouse escapes.

Sample Input 0

2

1 2 3

1 3 2

Sample Output 0

Cat B

Mouse C

Explanation 0

Query 0: The positions of the cats and mouse are shown below: ![](data:image/png;base64,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)

Cat B will catch the mouse first, so we print Cat B on a new line.
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Because the mouse escapes, we print Mouse C on a new line.

Code:

#include<stdio.h>

#include<stdlib.h>

#include<pthread.h>

#include<semaphore.h>

void \* cat();

void \* mice();

int NumBowls[20],num=0 ,arr[20];

int NumCats=0,NumMice=0;

sem\_t numberOfCats,numberOfMice;

pthread\_t thread1,thread2,thread3,thread4,thread5;

pthread\_mutex\_t mutex,catmutex,micemutex;

void \* mice()

{

NumMice=NumMice+1;

arr[NumMice]=NumMice;

int i=NumMice;

sem\_wait(&numberOfMice);

if(NumMice==1){

pthread\_mutex\_lock(&micemutex);

}

printf("MOUSE %d IS EATING \n",NumMice);

printf("MOUSE %d IS SLEEPING \n",NumMice);

sleep(5);

if(i!=arr[i])

{

return;

}

printf("MOUSE %d WOKE UP AND STARTS EATING \n",NumMice);

sleep(5);

printf("MOUSE %d HAS EXECUTED\n",NumMice);

pthread\_mutex\_unlock(&micemutex);

}

void \* cat()

{

pthread\_mutex\_lock(&mutex);

NumCats=NumCats+1;

num=num+1;

printf("CAT %d HAS STARTED ITS EXECUTION \n",NumCats);

printf("CAT %d IS NOW SLEEPING \n",NumCats);

sleep(5);

printf("CAT %d WOKE UP \n",NumCats);

while(NumMice>0)

{

sem\_destroy(&numberOfMice);

printf("MOUSE %d IS DEAD %d \n",NumMice);

arr[NumMice]=-1;

NumMice=NumMice-1;

}

printf("CAT %d IS NOW SLEEPING AGAIN\n",NumCats);

sleep(5);

printf("CAT %d WOKE UP AND STARTS EATING\n",NumCats);

NumBowls[num]=num;

printf("CAT %d HAS FINISHED ITS EXECUTION \n",NumCats);

pthread\_mutex\_unlock(&mutex);

}

int main()

{ int num=5,x;

sem\_init(&numberOfCats,0,5);

sem\_init(&numberOfMice,0,5);

pthread\_create(&thread1,NULL,cat,NULL);

sleep(10);

pthread\_create(&thread2,NULL,cat,NULL);

pthread\_create(&thread3,NULL,cat,NULL);

sleep(10);

pthread\_create(&thread4,NULL,cat,NULL);

pthread\_create(&thread5,NULL,mice,NULL);

pthread\_join(thread1,NULL);

pthread\_join(thread2,NULL);

pthread\_join(thread3,NULL);

pthread\_join(thread4,NULL);

pthread\_join(thread5,NULL);

}